COSC 292 (Advanced Programming 2)  
Assignment 3

**Assignment due:** Monday, April 15, 2024, by 10:00 pm

**Late submissions:** The marks for late assignments will be as follows:

* Less than 24 hours late: original mark \* 0.75
* 24 hours or more late: a mark of 0 will be given and no feedback will be provided

**Assignment specifications:** This assignment must be completed using C. Submissions should follow good programming practices, including proper documentation.

This assignment should be completed in groups of 2 (or individually **only** if you cannot find a partner). Both students will receive the same mark. Email [michael.grzesina@saskpolytech.ca](mailto:michael.grzesina@saskpolytech.ca) with your partner by Friday, April 5, 2024, at 10:00 pm. Partners may be assigned if not enough groups are chosen by the students.

Any plagiarism or other academic misconduct, including submitting code generated by AI systems, will result in a mark of 0 for all offending parties and possible further consequences. Remember: share concepts, not code!

Create a project named ***username1username2*cosc292a3**, where ***username1*** and ***username2*** are your SaskPolytech usernames.

# Assignment specifications

The purpose of this assignment is to practice several concepts learned in class such as:

* Creating and populating structs
* Working with arrays of structs
* Serialization of a struct
* Saving date to a file and retrieving data from a file

Your client, Ada’s Used Vehicles, would like you to create an application that will store information about vehicles. A Vehicle struct will store vehicle information, and a Garage struct will store an array of vehicles. Structs are define in a header file called **structs.h** as follows (add proper documentation as needed):

#ifndef STRUCTS\_H

#define STRUCTS\_H

#include <stdio.h>

typedef unsigned char BYTE;

#define VIN\_SIZE 18

#define MAKE\_SIZE 25

#define MODEL\_SIZE 25

typedef struct

{

// All char arrays are null-terminated strings.

BYTE VIN[VIN\_SIZE];

BYTE Make[MAKE\_SIZE];

BYTE Model[MODEL\_SIZE];

BYTE\* Description;

}Vehicle;

typedef struct

{

Vehicle\*\* Vehicles;

unsigned short NumVehicles;

}Garage;

Vehicle\* createVehicle(BYTE bVin[], BYTE bMake[], BYTE bModel[], BYTE\* bDescription);

void addVehicleToGarage(Garage\* g, Vehicle\* vPtr);

void displayVehicle(Vehicle v);

void displayGarage(Garage g);

BYTE\* serializeVehicle(Vehicle\* vPtr);

void writeGarageToFile(Garage g, FILE\* filePtr);

void readGarageFromFile(Garage\* g, FILE\* filePtr);

#endif // !STRUCTS\_H

## Part A – Creating and working with Vehicles

createVehicle – dynamically allocate a Vehicle struct. Populate with attributes passed in. NOTE – the description is a dynamically allocated null-terminated string of the exact size required. String functions may be used to code this function.

addVehicleToGarage – Note that the garage stores Vehicle pointers, not the structs themselves. Given a garage and a vehicle pointer, add the pointer to the garage Vehicles array. A deep copy of the vehicles is not required – just add the pointer passed in. The Vehicles array is a dynamically allocated array of Vehicle pointers. It must be expanded to add a new pointer. NumVehicles must also be incremented.

displayVehicle – Display the attributes of a vehicle to the console window.

displayGarage – For each vehicle in the garage, display its contents.

Test code (in **program.c**) – add appropriate documentation and memory handling as needed:

#define MAX\_DESCRIPTION 255

void enterVehicles(Garage\* g)

{

BYTE bVin[VIN\_SIZE];

BYTE bMake[MAKE\_SIZE];

BYTE bModel[MODEL\_SIZE];

BYTE bDescription[MAX\_DESCRIPTION];

for (int i = 0; i < 3; i++)

{

printf("Enter a VIN: ");

gets\_s(bVin, VIN\_SIZE);

printf("Enter a make: ");

gets\_s(bMake, MAKE\_SIZE);

printf("Enter a model: ");

gets\_s(bModel, MODEL\_SIZE);

printf("Enter a description: ");

gets\_s(bDescription, MAX\_DESCRIPTION);

Vehicle\* temp = createVehicle(bVin, bMake, bModel, bDescription);

addVehicleToGarage(g, temp);

}

}

int main(int argc, char\*\* argv)

{

Garage g = { NULL, 0 };

enterVehicles(&g);

displayGarage(g);

return EXIT\_SUCCESS;

}

## Part B – File I/O

Create a separate header file called **fileio.h**. Note that these functions are similar but not necessarily identical to the last assignment. Add appropriate documentation as needed.

#ifndef FILEIO\_H

#define FILEIO\_H

#include <stdio.h>

typedef unsigned char BYTE;

FILE\* openFile(const char\* fileName, const char\* fileMode);

int readFile(FILE\* filePtr, BYTE\* data, int bytesToRead);

int writeFile(FILE\* filePtr, BYTE\* data, int bytesToWrite);

#endif // !FILEIO\_H

openFile – same as previous assignment

readFile – This function takes a buffer that is already allocated (**data**). The function will read into this buffer. It also takes a parameter indicating how many bytes to read from **filePtr**. It does not allocate any memory. The function still returns an error code.

writeFile – Given a buffer, write its **data** to the **filePtr**. **bytesToWrite** are the number of bytes to write out.

## Part C – Serialization of a struct

What is serialization and why is it needed? To serialize a struct means to convert its current state to a byte stream in such a way that the byte stream can be reverted back into a copy of the struct. Serialization is required for writing some structs (and objects) to file or to pass the data within a struct across a network.

Consider an instance of the Vehicle struct:

typedef struct

{

// All char arrays are null-terminated strings.

BYTE VIN[VIN\_SIZE];

BYTE Make[MAKE\_SIZE];

BYTE Model[MODEL\_SIZE];

BYTE\* Description;

}Vehicle;

The **VIN**, **Make**, and **Model** are all stored within the struct instance. However, the **Description** is simply a pointer (4 or 8 bytes, depending whether you are working on an x86 or x64 platform). The actual **Description** is stored at a different location in memory.

The Vehicle itself may be on a stack frame or on the heap depending on how it was created. The description is on the heap.
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A naïve approach to write the vehicle to file would be to pass its address to the **writeFile** function and simply write 72 bytes (size of **myVehicle** assuming 4-byte pointers). Although this would store any primitives or static arrays (**VIN**, **Make**, and **Model**) just fine, the description would be written out as a 4-byte pointer. The actual string would not be written out to file. The address itself would be meaningless when the file is loaded again.

What is the solution? Serialize your struct. Convert it into a single stream of bytes. For example, a BYTE array could be allocated that is the size of VIN\_SIZE + MAKE\_SIZE + MODEL\_SIZE + strlen(Description string) + 1. The data would be copied from myVehicle to the byte stream in order:
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Now the entire byte stream can be written to file. One problem, though – how long is the description string? When we read the data from the file, we won’t know its length. The solution is to write the size of the description field into the BYTE array before writing to file. The size could be stored in an **unsigned short**:
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Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAo0AAABrCAIAAACdTS+sAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAADuBJREFUeF7tnTta4zwUhp1/LQkFDysIKwAaqmnpQkma6SjppgnlpJuWimbCCsgKeCiG7CW/Lr5Itiw7ceQo+HUzD1iXo1cn+XSOpGG03W4THghAAAIQgAAEoiTwX5RWYRQEIAABCEAAApIAOo0fQAACEIAABOIlgE7HOzdYBgEIQAACEECn8QEIQAACEIBAvATQ6XjnBssgAAEIQAAC6DQ+AAEIQAACEIiXADod79xgGQQgAAEIQACdxgcgAAEIQAAC8RJAp+OdGyyDAAQgAAEIoNP4AAQgAAEIQCBeAuh0vHODZRCAAAQgAAF0Gh+AAAQgAAEIxEsAnY53brAMAhCAAAQggE7jA0Ml8HY/Go0unzel8W+eL8Xv79+OgUX37TQrM0dZ7S1xDMPpEwIQCEcAnQ7HlpYhsCOBr8+1rrGe/3IuFDbPT8sd26Q4BCBw4gTQ6ROfQMz/dgSmi8UsSZavDqF++zVfJ7PFYvrtBs2AIACBWgLoNM4BgUYCWbJZZZzLKXHrpZVHV2lsWTzPZ7sS7dXeb26lUD9VUvJvryKYnt3eOOytt1C+kVYZNqQjqP7GbNhq0R50Nq4iB//s2kOo2VhopE0BCEDAIoBO4xAQ8BKQonS9nK226vlaTJfXhWpJKXq91a+229VMJKwnJR3/eLocTT4fsxKiQHVPvGzAlRTq9ctfa+9c5byni59X5dJeC9M0+mR0l/zJjJQjuL/PrSqNSdSQw7r+WHyl49IFSmaLcWVF3h8eHAarVcX0x80YB4MABLoRyL5i+BcCAyMgVFXoSC5G2eiFKInfZ7ostdcupN5Xq+VKbdTVTdmFVa956yXkhUklK/QKIW2qZEGDhapNs8fUKtMG2ygXGKuEowVtntlNDd6BORnDhcABCBBPd1vmUPvECYjwVp+fzp+J2AIuHhUUXpwZMeH47ELEup9f9QP/+GfFwbPHB6P65FzomXPz2WpwfPPDLqe3pq2mdIVWFs5uiyhcDUCkz8txeWb25t9HNQ5WEb5ldimyLxusc/QOe0/cYTAfAv0TQKf7Z06PERGoi6dTE5VmJSLpazzXnU5ca5VsfsYPj+Ymdbo1Xcl5J4e3UB06t5YmubWlFYhnZVFrb/PIKQEBCNgE0Gk8AgJNBBxp6t+5YhqnscSmbicNt+0wNqlrt6azGl4Lm4Z3oPdmRI1MHwgqzUBAEECncQMI1BNoiH6lRk/mSbHHrTeDfY/OKp9PmsqJ97lQq5x3zYmstvF5i/7MIu7I2R1lZ/UKoUamd8RNcQj4CKDT+AcEPAT828kqRdy0CWvt6m7+vtRmlStmXP0Uh7PEDrqM0mt7abnh3X6WnYfNWylvmqt/vdf3x6pJ+vZGUBICEMgJoNM4AwQ8BMYPf4RWLq+NS0kyiE7vXtkaKV44897FRa7N852MjB13q9wm6AhVPvWq57dwn8lNlwd3+f1tPbDZqkj21zWrj5stkel9uFMHAjUE0GlcAwJeAuOHd3E5yzgXLi9Dp4ol3olMd3bMTL5wJL7F3vEq0SfRxFly8dO7ef7bT19HqA3K7rNwr8mVDX4tkvwo/GR+Ia6PN6u06EwJtXddsZdFVILAkAmMxN2uIY+fsUMgHAERh2plbiVx4ezos+UhjrlPvvQ1RALE00OcdcYMgUAE9P47e9OB8NLsMAmg08Ocd0YNgRAEkOkQVGlz6ATQ6aF7AOOHwMEIqAtkRNMH40lDEFAE2J/GESAAAQhAAALxEiCejndusAwCEIAABCCATuMDEIAABCAAgXgJoNPxzg2WQQACEIAABNBpfAACEIAABCAQLwF0Ot65wTIIQAACEIAAOo0PQAACEIAABOIlgE7HOzdYBgEIQAACEECn8QEIQAACEIBAvATQ6XjnBssgAAEIQAAC6DQ+AAEIQAACEIiXADod79xgGQQgAAEIQACdxgcgAAEIQAAC8RJAp+OdGyyDAAQgAAEIlP9e1mg0AgoEIAABCEAAAn0S2G63dd0RT/c5EfQFAQhAAAIQ2I0AOr0bL0pDAAIQgAAE+iSATvdJm74gAAEIQAACuxFAp3fjRWkIQAACEIBAnwQazpF5drb7tLLnvkqH6YYJQTMHRQ8cgNzzB5zuIBADgfYffOLpGOYLGyAAAQhAAAJuAug0ngEBCEAAAhCIlwA6He/cYBkEIAABCEAAncYHIAABCEAAAvESQKfjnRssgwAEIAABCKDT+AAEIAABCEAgXgLodLxzg2UQgAAEIAABdBofiJnA2/1odPm8aTJx83zZqlxTO3u9lzbmTwtj9+qEShCAwGAJoNODnfoDDTxTqfs3V4NKQMXzXeVLju96OVuJ/wtHPqvZej75rmM9kMMcu5li6ddyEdjV4J4Wkb2PqysX6rcngE63Z3Xgkurj61a3A/fUS3PLJ0fY+/Zrvu6l9yN1osY3W/2+Svu/+r2aJev5L+ea5Ug20u1OBLKVpc6Q9LHm6r/HnYBQOAIC6PSOkzDs8LEG1nSxEPL08recn357XSazxWK6I+OTKb7595Ek0/OJYfDkXIz2419jpv5kxvjNDb04GxcjlIo5mV9k2ZHt9uvHS9j0SLAerXF98zkcwPCC63Rt0sd6USmVyqG9nO0pgdRq2gcZPtaTubmtxpGb5ych07c3lVp2AFFOKRTbva5gxtwMjjEZMT67SJL151crJ6LQEQjIlZRTxTbPd/O12MLIsyNJMn54374/GEp+WHsP2mPtuA5rM60dg0BwnR7f/Ji6Qq3N35d1Mv1x4/4MqEBFPHGmEIcaPvoc9EoIdbJ8NRK+aoZnt1lKOKsshHYyTxZf+Y7u8trI/ou3+XavDGaul2an1tvFdHndR1rSM2rt3PO7IuOv1iY8p0FA5T7yR+9hVPzVKOFfX/rfuog09mguSk1XT7fM6g5/2OM6jbnASj+B9Osy+6dUuPR2rx+/ZN5zmn8x6zZKvyyX0T/PZnZNZ0t72eSv5IMg9h/lYOQ/YmPSbEdZN1tVjFRF08fEkJZPm1A/mS2a1eyOAoy4tslmf0iBpFNaWGr/Phu4Pej07FXuHpW3FszyW+Pn4J5Rz0FPXDHBYgeg7BlNE9YMuakF3ncm4PhEW22q98Xnt1Tc97bOORt6FK/rust8rvyt2hkCDfRKoP0HP3g8LXJHOuiwztb4o+nM/POfj7GeymkbPooV8dN5ETuK08CuZK1YGE+slFtsgWOb1a6a53w7QG5NV9Mlet6tDd1Erv7Tve2vz9JblUVOn0p8rl4efStYpkaL5/3hTH6d2yNsQ48yERConze9h7MqcuDqxGDm7f63voF5POXqt5Fyr37fyEXDn3Ap+QhmAxMKAj3otNjkEXJr5UTbybSw8uqniFacW8HHnkRtWZHnlTms6eJnOcvb+GET43i7t0U6ST/26T7Z+OHPYhrnBoA9CeYWh1umdfnS5mChxdluh2duRZK8eOyk+LE9QvcvB+7e/ozDPqzYh4B/fdmw+tynw0qdai67dtPwIP3RSFQE+tBpIbf25mVrmZYHOWINqduEj+Wprn7YpO6oDVnj8EqkgWOz3+rJEse+9ULjsWa1XwqBC3U2o+ea3io7AAFP+TQPuFJCDdyxXNujKar0T8B//q92felffXqH4e3R3PEWS/n+edBjLAT60WlbqHeQaYFJB67X8Z3tbRk++j9s+taSdf5Ku0b0gaPTg+WCTJyrunOeIBM1NDP7NLRKdusDhSoFbr41I+w40tyeD67evSAbGct32252NF+oq11fqo78b122+HtU3lSct7SPQew2NEqfPIGedNoUah0u1gVbVaJp2tz132gcF3+L8LH5w3Yms9qOdUjkgWMdeZU5Wa9dWwCqis5CFKsuAUhkrzNvsN9q3St6kis2a4Nf7OIf+cC32LMo0vD6azWuAP+4n5BT6t2bufOvLxtWn3UUvD3uFsycEmhs3YNAXzpdCHXNdR2f7dn/8vR3jwEGrdIUPrb6sImDSPJISnHHKPrA0TtXMv1Rf+FO3UhdzfJsgda2POkv3orAIX07+XzU9wKyp1RXntA7tiqK8wfWKbJgV22D+jGNSwL6aJh5S1CeHdFLwV3Wl4k4YGKuPuvpenq07+GrIyzM0oAJhL+XlfWgryGoPG8lWHTfyzLucukCU8cNrwAH6UvuULmeYVyHSG9PGb+xhmJdvUjLZoO3rhnZ9zrKl7SsKxoBBlzfpA9Fr4YcubOgHII2fmRwJ9e9eR+ydJ/UelW5E1X7tunSYF2Pxho1vQlqfXVwKevkfKtscPsPftKfToswKrWreh24UaflnzjQtXtwzx10unwR3H0zPLdcDsKp02k9YwVTd+26X+ds70n92tV3b0E5BG28b1L0BwEItCPQ/oM/Eg2apcVum/lj6W3HvIO6FayEyjjdrNrM9nGzNGb557yMOHK0CJ7sDAqhI8Oeq4NCAw/KIWjjPTsM3UEAAi0JtP/g96rTLa0/erH2+I5uamgDQIFOh/Yx2ofAMAm0/3bt7RzZMCeCUUMAAhCAAAQ6EUCnO+GjMgQgAAEIQCAoAXQ6KF4ahwAEIAABCHQigE53wkdlCEAAAhCAQFAC6HRQvDQOAQhAAAIQ6EQAne6Ej8oQgAAEIACBoATQ6aB4aRwCEIAABCDQiQA63QkflSEAAQhAAAJBCaDTQfHSOAQgAAEIQKATAXS6Ez4qQwACEIAABIISQKeD4qVxCEAAAhCAQCcC6HQnfFSGAAQgAAEIBCXQ8Hc4gvZN4xCAAAQgAAEICAKev05JPI2HQAACEIAABOIlgE7HOzdYBgEIQAACEECn8QEIQAACEIBAvATQ6XjnBssgAAEIQAAC5XNkEIEABCAAAQhAIB4CxNPxzAWWQAACEIAABMoE0Gl8AgIQgAAEIBAvAXQ63rnBMghAAAIQgAA6jQ9AAAIQgAAE4iWATsc7N1gGAQhAAAIQQKfxAQhAAAIQgEC8BNDpeOcGyyAAAQhAAALoND4AAQhAAAIQiJcAOh3v3GAZBCAAAQhAAJ3GByAAAQhAAALxEkCn450bLIMABCAAAQig0/gABCAAAQhAIF4C6HS8c4NlEIAABCAAAXQaH4AABCAAAQjES+B/+BEARPsyjFgAAAAASUVORK5CYII=)

Now when we read from file, we can read the **VIN**, **Make**, and **Model** (defined sizes) first. Then we read the two-byte **unsigned short**. Next, we can read in the description (now that we know its exact size). Following this would be the next vehicle in the file.

### Functions

serializeVehicle – Given a pointer to a vehicle, dynamically allocate a byte array to store the VIN, Make, Model, size, and description string. Copy the data from the struct to the BYTE array. Return the array. This will be a helper method called from **writeGarageToFile**.

writeGarageToFile – Firstly, the number of vehicles should be written into the first two bytes of the file. Then loop through the vehicles. Each vehicle should be serialized and then written to file one at a time.

readGarageFromFile – Read the number of vehicles in the file and assign to the garage. Loop through the number of vehicles. For each vehicle, read in the VIN, Make, and Model. Then read in the size. Next, read in the description.

NOTE: This does not address all issues regarding serialization. Some other issues are:

* Endianness – A struct serialized on a little-endian platform will not be directly readable on a big-endian platform.
* Data type sizes – Data type sizes are defined as minimums. A **short** may be two bytes on one system and four bytes on another.
* Struct byte alignment could be an issue if the struct is serialized as a single block of memory. Different platforms utilize different byte alignment schemes.

Test code – alter as needed:

Test writing to file:

void TestWriteToFile(Garage g)

{

FILE\* filePtr = openFile("vehicles.vhs", "wb");

writeGarageToFile(g, filePtr);

fclose(filePtr);

}

int main(int argc, char\*\* argv)

{

Garage g = { NULL, 0 };

enterVehicles(&g);

TestWriteToFile(g);

Test reading from file:

void TestReadFromFile(Garage\* g)

{

FILE\* filePtr = openFile("vehicles.vhs", "rb");

readGarageFromFile(g, filePtr);

fclose(filePtr);

}

int main(int argc, char\*\* argv)

{

Garage g = { NULL, 0 };

TestReadFromFile(&g);

displayGarage(g);

# Marks breakdown

* **structs.h** properly set up – 1 mark
* In **structs.c**:
  + **createVehicle** – 5 marks
  + **addVehicleToGarage** – 5 marks
  + **displayVehicle** – 2 marks
  + **displayGarage** – 2 marks
* **fileio.h** properly set up – 1 mark
* In **fileio.c**:
  + **openFile** – 1 mark
  + **readFile** – 3 marks
  + **writeFile** – 3 marks
* Serialization:
  + **serializeVehicle** – 7 marks
  + **writeGarageToFile** – 5 marks
  + **readGarageToFile** – 8 marks
* Other:
  + Adequate test code – 3 marks
  + Comments, etc. – 2 marks
  + Free memory when done – 2 marks
* Marks may be adjusted by possible deductions

**Total marks: 50**

# Submission instructions

* Ensure that your entire project is in your ***username1username2*cosc292a3** folder.
* Right-click on your ***username1username2*cosc292a3** folder and choose **Send to > Compressed (zipped) folder** to create a zip file
* Submit the zip file to the online course under **Assessments > Dropbox > Assignment 3**.